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**18CA314-Cryptography and Network Security**

**ASSIGNMENT-1**

**PART A**

2. Find the multiplicative inverse of all the elements in Z5 and Z11

Z5 =>

A = 1 2 3 4  
A-1 = 1 3 2 4

Z11 =>

A = 1 2 3 4 5 6 7 8 9 10  
A-1 = 1 6 4 3 9 2 8 7 5 10

3. Determine the gcd of 56245 and 43159

56245 = 43159 \* 1 + 13086  
43159 = 13086 \* 3 + 3901  
13086 = 3901 \* 3 + 1383  
3901 = 1383 \* 2 + 1135  
1383 = 1135 \* 1 + 248  
1135 = 248 \* 4 + 143  
248 = 143 \* 1 + 105  
143 = 105 \* 1 + 38  
105 = 38 \* 2 + 29  
38 = 29 \* 1 + 9   
29 = 9 \* 3 + 2  
9 = 2 \* 4 + 1  
2 =1 \* 2 + 0

GCD (56245, 43159) = 1

4. Compute phi(n) for 34 and 210

Phi (34 ) =>

= 34 \* (1 - 1/3)  
= 81 \* 2/3  
=162 / 3  
= 54

Phi (210) =>

=210 \* (1 - 1/2)

= 1024 \* 1/2

= 512

5. Compute 3100 mod (31319)

Given, e=100

Therefore, 26+25+22

30 mod 31319 = 3  
32 mod 31319 = 9  
34 mod 31319 = 81  
38 mod 31319 = 6561  
316 mod 31319 = 14418  
332 mod 31319 = 21979  
364 mod 31319 = 12185

3100 mod (31319) = 12185 \* 21979 \* 81 mod 31319  
 = 5346 \* 81 mod 31319  
 = 25879

**Part B - Programming Assignment 1**

1. Write a program to implement Extended Euclidean Algorithm and find multiplicative inverse for following values.

**Source code**

#include<iostream>

using namespace std;

int gcdExtended(int a, int b, int \*x, int \*y)

{

if (a == 0)

{

\*x = 0, \*y = 1;

return b;

}

int x1, y1;

int gcd = gcdExtended(b%a, a, &x1, &y1);

\*x = y1 - (b/a) \* x1;

\*y = x1;

return gcd;

}

int main()

{

int a, m;

cin>>a>>m;

int x, y;

int g = gcdExtended(a, m, &x, &y);

if (g != 1)

cout << "\nNo Inverse. ";

else

{

int res = (x%m + m) % m;

cout << "\nModular multiplicative inverse: " << res;

}

return 0;

}

(a) 53947-1 mod 56211
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(b) 19385-1 mod 431592.
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2. In cryptography, a brute-force attack consists of an attacker submitting many passwords or passphrases with the hope of eventually guessing correctly. Implement a DES algorithm in any programming language (You are free to use language libraries) and decrypt the following cipher text using brute force attack. Convert the hexadecimal value to string in the final stage.

Cipher text: 0x4B518774A408E3E53.

**Source Code**

**DES implementation**

subKeyList = 16\*[[None]\*8]

IPtable = (58, 50, 42, 34, 26, 18, 10, 2,

           60, 52, 44, 36, 28, 20, 12, 4,

           62, 54, 46, 38, 30, 22, 14, 6,

           64, 56, 48, 40, 32, 24, 16, 8,

           57, 49, 41, 33, 25, 17,  9, 1,

           59, 51, 43, 35, 27, 19, 11, 3,

           61, 53, 45, 37, 29, 21, 13, 5,

           63, 55, 47, 39, 31, 23, 15, 7)

EPtable = (32,  1,  2,  3,  4,  5,

            4,  5,  6,  7,  8,  9,

            8,  9, 10, 11, 12, 13,

           12, 13, 14, 15, 16, 17,

           16, 17, 18, 19, 20, 21,

           20, 21, 22, 23, 24, 25,

           24, 25, 26, 27, 28, 29,

           28, 29, 30, 31, 32,  1)

PFtable = (16,  7, 20, 21, 29, 12, 28, 17,

            1, 15, 23, 26,  5, 18, 31, 10,

            2,  8, 24, 14, 32, 27,  3,  9,

           19, 13, 30,  6, 22, 11,  4, 25)

FPtable = (40, 8, 48, 16, 56, 24, 64, 32,

           39, 7, 47, 15, 55, 23, 63, 31,

           38, 6, 46, 14, 54, 22, 62, 30,

           37, 5, 45, 13, 53, 21, 61, 29,

           36, 4, 44, 12, 52, 20, 60, 28,

           35, 3, 43, 11, 51, 19, 59, 27,

           34, 2, 42, 10, 50, 18, 58, 26,

           33, 1, 41,  9, 49, 17, 57, 25)

sBox = 8\*[64\*[0]]

sBox[0] = (14,  4, 13,  1,  2, 15, 11,  8,  3, 10,  6, 12,  5,  9,  0,  7,

            0, 15,  7,  4, 14,  2, 13,  1, 10,  6, 12, 11,  9,  5,  3,  8,

            4,  1, 14,  8, 13,  6,  2, 11, 15, 12,  9,  7,  3, 10,  5,  0,

           15, 12,  8,  2,  4,  9,  1,  7,  5, 11,  3, 14, 10,  0,  6, 13)

sBox[1] = (15,  1,  8, 14,  6, 11,  3,  4,  9,  7,  2, 13, 12,  0,  5, 10,

            3, 13,  4,  7, 15,  2,  8, 14, 12,  0,  1, 10,  6,  9, 11,  5,

            0, 14,  7, 11, 10,  4, 13,  1,  5,  8, 12,  6,  9,  3,  2, 15,

           13,  8, 10,  1,  3, 15,  4,  2, 11,  6,  7, 12,  0,  5, 14,  9)

sBox[2] = (10,  0,  9, 14,  6,  3, 15,  5,  1, 13, 12,  7, 11,  4,  2,  8,

           13,  7,  0,  9,  3,  4,  6, 10,  2,  8,  5, 14, 12, 11, 15,  1,

           13,  6,  4,  9,  8, 15,  3,  0, 11,  1,  2, 12,  5, 10, 14,  7,

            1, 10, 13,  0,  6,  9,  8,  7,  4, 15, 14,  3, 11,  5,  2, 12)

sBox[3] = ( 7, 13, 14,  3,  0,  6,  9, 10,  1,  2,  8,  5, 11, 12,  4, 15,

           13,  8, 11,  5,  6, 15,  0,  3,  4,  7,  2, 12,  1, 10, 14,  9,

           10,  6,  9,  0, 12, 11,  7, 13, 15,  1,  3, 14,  5,  2,  8,  4,

            3, 15,  0,  6, 10,  1, 13,  8,  9,  4,  5, 11, 12,  7,  2, 14)

sBox[4] = ( 2, 12,  4,  1,  7, 10, 11,  6,  8,  5,  3, 15, 13,  0, 14,  9,

           14, 11,  2, 12,  4,  7, 13,  1,  5,  0, 15, 10,  3,  9,  8,  6,

            4,  2,  1, 11, 10, 13,  7,  8, 15,  9, 12,  5,  6,  3,  0, 14,

           11,  8, 12,  7,  1, 14,  2, 13,  6, 15,  0,  9, 10,  4,  5,  3)

sBox[5] = (12,  1, 10, 15,  9,  2,  6,  8,  0, 13,  3,  4, 14,  7,  5, 11,

           10, 15,  4,  2,  7, 12,  9,  5,  6,  1, 13, 14,  0, 11,  3,  8,

            9, 14, 15,  5,  2,  8, 12,  3,  7,  0,  4, 10,  1, 13, 11,  6,

            4,  3,  2, 12,  9,  5, 15, 10, 11, 14,  1,  7,  6,  0,  8, 13)

sBox[6] = ( 4, 11,  2, 14, 15,  0,  8, 13,  3, 12,  9,  7,  5, 10,  6,  1,

           13,  0, 11,  7,  4,  9,  1, 10, 14,  3,  5, 12,  2, 15,  8,  6,

            1,  4, 11, 13, 12,  3,  7, 14, 10, 15,  6,  8,  0,  5,  9,  2,

            6, 11, 13,  8,  1,  4, 10,  7,  9,  5,  0, 15, 14,  2,  3, 12)

sBox[7] = (13,  2,  8,  4,  6, 15, 11,  1, 10,  9,  3, 14,  5,  0, 12,  7,

            1, 15, 13,  8, 10,  3,  7,  4, 12,  5,  6, 11,  0, 14,  9,  2,

            7, 11,  4,  1,  9, 12, 14,  2,  0,  6, 10, 13, 15,  3,  5,  8,

            2,  1, 14,  7,  4, 10,  8, 13, 15, 12,  9,  0,  3,  5,  6, 11)

def bit2Byte(bitList):

    """Convert bit list into a byte list"""

    return [int("".join(map(str,bitList[i\*8:i\*8+8])),2) for i in range(len(bitList)//8)]

def byte2Bit(byteList):

    """Convert byte list into a bit list"""

    return [(byteList[i//8]>>(7-(i%8)))&0x01 for i in range(8\*len(byteList))]

def permBitList(inputBitList,permTable):

    """Permute input bit list according to input permutation table"""

    return [inputBitList[e - 1] for e in permTable]

def permByteList(inByteList,permTable):

    """Permute input byte list according to input permutation table"""

    outByteList = (len(permTable)>>3)\*[0]

    for index,elem in enumerate(permTable):

        i = index%8

        e = (elem-1)%8

        if i>=e:

            outByteList[index>>3] |= \

                (inByteList[(elem-1)>>3]&(128>>e))>>(i-e)

        else:

            outByteList[index>>3] |= \

                (inByteList[(elem-1)>>3]&(128>>e))<<(e-i)

    return outByteList

def getIndex(inBitList):

    """Permute bits to properly index the S-boxes"""

    return (inBitList[0]<<5)+(inBitList[1]<<3)+ \

           (inBitList[2]<<2)+(inBitList[3]<<1)+ \

           (inBitList[4]<<0)+(inBitList[5]<<4)

def padData(string):

    """Add PKCS5 padding to plaintext"""

    padLength = 8-(len(string)%8)

    return [ord(s) for s in string]+padLength\*[padLength]

def unpadData(byteList):

    """Remove PKCS5 padding from plaintext"""

    return "".join(chr(e) for e in byteList[:-byteList[-1]])

def setKey(keyByteList):

    """Generate all sixteen round subkeys"""

    PC1table = (57, 49, 41, 33, 25, 17,  9,

                 1, 58, 50, 42, 34, 26, 18,

                10,  2, 59, 51, 43, 35, 27,

                19, 11,  3, 60, 52, 44, 36,

                63, 55, 47, 39, 31, 23, 15,

                 7, 62, 54, 46, 38, 30, 22,

                14,  6, 61, 53, 45, 37, 29,

                21, 13,  5, 28, 20, 12,  4)

    PC2table= (14, 17, 11, 24,  1,  5,  3, 28,

               15,  6, 21, 10, 23, 19, 12,  4,

               26,  8, 16,  7, 27, 20, 13,  2,

               41, 52, 31, 37, 47, 55, 30, 40,

               51, 45, 33, 48, 44, 49, 39, 56,

               34, 53, 46, 42, 50, 36, 29, 32)

    def leftShift(inKeyBitList,round):

        """Perform one (or two) circular left shift(s) on key"""

        LStable = (1, 1, 2, 2, 2, 2, 2, 2, 1, 2, 2, 2, 2, 2, 2, 1)

        outKeyBitList = 56\*[0]

        if LStable[round] == 2:

            outKeyBitList[:26] = inKeyBitList[2:28]

            outKeyBitList[26] = inKeyBitList[0]

            outKeyBitList[27] = inKeyBitList[1]

            outKeyBitList[28:54] = inKeyBitList[30:]

            outKeyBitList[54] = inKeyBitList[28]

            outKeyBitList[55] = inKeyBitList[29]

        else:

            outKeyBitList[:27] = inKeyBitList[1:28]

            outKeyBitList[27] = inKeyBitList[0]

            outKeyBitList[28:55] = inKeyBitList[29:]

            outKeyBitList[55] = inKeyBitList[28]

        return outKeyBitList

    permKeyBitList = permBitList(byte2Bit(keyByteList),PC1table)

    for round in range(16):

        auxBitList = leftShift(permKeyBitList,round)

        subKeyList[round] = bit2Byte(permBitList(auxBitList,PC2table))

        permKeyBitList = auxBitList

def encryptBlock(inputBlock):

    """Encrypt an 8-byte block with already defined key"""

    inputData = permByteList(inputBlock,IPtable)

    leftPart,rightPart = inputData[:4],inputData[4:]

    for round in range(16):

        expRightPart = permByteList(rightPart,EPtable)

        key = subKeyList[round]

        indexList = byte2Bit([i^j for i,j in zip(key,expRightPart)])

        sBoxOutput = 4\*[0]

        for nBox in range(4):

            nBox12 = 12\*nBox

            leftIndex = getIndex(indexList[nBox12:nBox12+6])

            rightIndex = getIndex(indexList[nBox12+6:nBox12+12])

            sBoxOutput[nBox] = (sBox[nBox<<1][leftIndex]<<4)+ \

                                sBox[(nBox<<1)+1][rightIndex]

        aux = permByteList(sBoxOutput,PFtable)

        newRightPart = [i^j for i,j in zip(aux,leftPart)]

        leftPart = rightPart

        rightPart = newRightPart

    return permByteList(rightPart+leftPart,FPtable)

def decryptBlock(inputBlock):

    """Decrypt an 8-byte block with already defined key"""

    inputData = permByteList(inputBlock,IPtable)

    leftPart,rightPart = inputData[:4],inputData[4:]

    for round in range(16):

        expRightPart = permByteList(rightPart,EPtable)

        key = subKeyList[15-round]

        indexList = byte2Bit([i^j for i,j in zip(key,expRightPart)])

        sBoxOutput = 4\*[0]

        for nBox in range(4):

            nBox12 = 12\*nBox

            leftIndex = getIndex(indexList[nBox12:nBox12+6])

            rightIndex = getIndex(indexList[nBox12+6:nBox12+12])

            sBoxOutput[nBox] = (sBox[nBox\*2][leftIndex]<<4)+ \

                                sBox[nBox\*2+1][rightIndex]

        aux = permByteList(sBoxOutput,PFtable)

        newRightPart = [i^j for i,j in zip(aux,leftPart)]

        leftPart = rightPart

        rightPart = newRightPart

    return permByteList(rightPart+leftPart,FPtable)

def encrypt(key, inString):

    """Encrypt plaintext with given key"""

    setKey(key)

    inByteList,outByteList = padData(inString),[]

    for i in range(0,len(inByteList),8):

        outByteList += encryptBlock(inByteList[i:i+8])

    return outByteList

def decrypt(key, inByteList):

    """Decrypt ciphertext with given key"""

    setKey(key)

    outByteList = []

    for i in range(0,len(inByteList),8):

        outByteList += decryptBlock(inByteList[i:i+8])

    return unpadData(outByteList)

import sys

from pyDES import setKey, encryptBlock, decryptBlock, encrypt, decrypt

def sanityCheck1():

    x0 =  [0x94, 0x74, 0xb8, 0xe8, 0xc7, 0x3b, 0xca, 0x7d]

    x16 = [0x1b, 0x1a, 0x2d, 0xdb, 0x4c, 0x64, 0x24, 0x38]

    x = x0

    for i in range(16):

        setKey(x)

        if i % 2 == 0:

            x = encryptBlock(x) # if i is even, x[i+1] = E(x[i], x[i)

        else:

            x = decryptBlock(x) # if i is odd, x[i+1] = D(x[i], x[i)

    try:

        assert x == x16

    except AssertionError:

        return False

    return True

def sanityCheck2():

    """Tests multi-block DES encryption and decryption"""

    try:

        key = [0x0f, 0x15, 0x71, 0xc9, 0x47, 0xd9, 0xe8, 0x59]

        plaintext = "The quick brown fox jumps over the lazy dog"

        ciphertext = encrypt(key, plaintext)

        assert decrypt(key, ciphertext) == plaintext

    except AssertionError:

        return False

    return True

def main():

    if sanityCheck1() and sanityCheck2():

        print("All DES tests ok!")

    else:

        sys.exit(1)

    sys.exit()

if \_\_name\_\_ == '\_\_main\_\_':

    main()

Key Breaking

from des import DesKey

import codecs

import string

decode\_hex = codecs.getdecoder("hex\_codec")

i = 1000000

while i < 10:

  sample = str(i)

  key0 = DesKey(bytes(sample.zfill(8), encoding='utf8'))

  x = key0.decrypt(b"4B518774A408E3E5")

  # print(x.hex())

  print(decode\_hex(x.hex()))

  i += 1

# decode\_hex("4B518774A408E3E5")

# all(c in string.hexdigits for c in s)

3. In real world, the commonly used RSA key size if 1024 bits, which is hard for cryptanalysis with limited resources. Implement a RSA algorithm with integer data type and show that you are able to decrypt the cipher text without knowing the private key.

**Source Code**

def p\_and\_q(n):

   data = []

   for i in range(2, n):

      if n % i == 0:

         data.append(i)

   return tuple(data)

def euler(p, q):

   return (p - 1) \* (q - 1)

def private\_index(e, euler\_v):

   for i in range(2, euler\_v):

      if i \* e % euler\_v == 1:

         return i

def decipher(d, n, c):

   return c \*\* d % n

def main():

    e = int(input("input e: "))

    n = int(input("input n: "))

    c = int(input("input c: "))

    p\_and\_q\_v = p\_and\_q(n)

    euler\_v = euler(p\_and\_q\_v[0], p\_and\_q\_v[1])

    d = private\_index(e, euler\_v)

    plain = decipher(d, n, c)

    print("plain: ", plain)

if \_\_name\_\_ == "\_\_main\_\_":

   main()

Output

![](data:image/png;base64,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)